C# collection types are designed to store, manage and manipulate similar data more efficiently. Data manipulation includes adding, removing, finding, and inserting data in the collection. Collection types implement the following common functionality:

* Adding and inserting items to a collection
* Removing items from a collection
* Finding, sorting, searching items
* Replacing items
* Copy and clone collections and items
* Capacity and Count properties to find the capacity of the collection and number of items in the collection

.NET supports two types of collections, generic collections and non-generic collections. Prior to .NET 2.0, it was just collections and when generics were added to .NET, generics collections were added as well.

Generic collections with work generic data type. Learn more about generics here: [Generics in C#](https://www.c-sharpcorner.com/UploadFile/84c85b/using-generics-with-C-Sharp/).

The following table lists and matches these classes.

**Non-generic                          Generic**

 ArrayList     ------------->          List

 HashTable  ------------->          Dictionary

 SortedList   ------------->          SortedList

 Stack           ------------->          Stack

 Queue         ------------->          Queue

**What is ArrayList in C#?**

The **ArrayList in C#** is a collection class that works like an array but provides the facilities such as dynamic resizing, adding and deleting elements from the middle of a collection. It implements the System.Collections.IList interface using an array whose size is dynamically increased as required.

**Methods and Properties of ArrayList Collection class in C#:**

The following are the methods and properties provided by the ArrayList collection class in C#.

1. **Add(object value):**This method is used to add an object to the end of the collection.
2. **Remove(object obj):**This method is used to remove the first occurrence of a specific object from the collection.
3. **RemoveAt(int index):**This method takes the index position of the elements and remove that element from the collection.
4. **Insert(int index, Object value):**This method is used to inserts an element into the collection at the specified index.
5. **Capacity:** This property gives you the capacity of the collection means how many elements you can insert into the collection.

**Example of ArrayList Collection class in C#:**

Let us see an example by using the above methods and properties of the ArrayList class. The code is self-explained so please go through the comments.

**using** *System;*

**using** *System.Collections;*

**namespace** *ArrayListCollection*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Createing ArrayList collection using default constructor

ArrayList al = new ArrayList**()**;

Console.WriteLine**(**"Initial Capacity: " + al.Capacity**)**;

al.Add**(**10**)**;

Console.WriteLine**(**"Capacity after adding first item: " + al.Capacity**)**;

al.Add**(**"hello"**)**;

al.Add**(true)**;

al.Add**(**3.14f**)**;

Console.WriteLine**(**"Capacity after adding fourth item: " + al.Capacity**)**;

al.Add**(**'A'**)**;

Console.WriteLine**(**"Capacity after adding 5th element: " + al.Capacity**)**;

//Printing the ArrayList elements using for loop

**for** **(int** i = 0; i **<** al.Count; i++**)**

**{**

Console.Write**(**al**[**i**]** + " "**)**;

**}**

Console.WriteLine**()**;

//Removing the values from the middle of the array list

//here we are removing by value

al.Remove**(true)**;

//You can also remove element by using index position

// al.RemoveAt(2);

//Printing the ArrayList elements using foreach loop after

// removing an element from the collection

**foreach** **(object** obj in al**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//inserting values into the middle of the array list collection

al.Insert**(**2, **false)**;

// Printing the values of the collection using foreach loop after

// inserting an element into the middle of the collection

**foreach** **(object** obj in al**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

// creating new ArrayList collection by passing the old

// array list as parameter

ArrayList coll = new ArrayList**(**al**)**;

Console.WriteLine**(**"Initial capacity of new array list collection:" + coll.Capacity**)**;

// Printing the values of the new array list collection using foreach loop

**foreach** **(object** obj in coll**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**OUTPUT:**

![ArrayList in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcIAAADACAMAAACgeZPIAAAAjVBMVEX///8AAAArbKXAwMDAiUwATIlMicClbCsAK2ylwMCJTAAAACtspcDAwKVsKwClwKUAAEyJwMDApWwrAABsiWzAwIlMAABsbEyJbGxsbIlMAEyJwIlMTIkrAEwrTIkrK2ylpYlMK2ylbEyJwKVsKytMiaVsTGylpWxsK0yJpWwrACtspaWlpaXApaWlwInmzMP+AAALsElEQVR42uyd63biOBCEwcImQ2YSIJtMZu+393/GlTspd0xJseGYxS13/ZgxoqUW/iIhW3XMymVea5dxOULzcoTm5QjNK4mwCpuBkjoElJwvNOiaRKsmBMJRha38f/dld1Kiuv+6OS0I4dvDcEZOMaQ6hBjtyo/Cu8fcic+fX0a4Pxyf1vc/PZ2TfBzCOuximDO8OsLmOERvfApOJM27PkEoZ2pbhXB80u+5KoieX1AiZXLECPcHDBPEoMFerUYmW05RxVLhyZO2FO4PMcA1hDBsAAJ4MES6knq77sdACNWYGBD5tVEowWT7nVKg0TjUGGH97SFGvcY41xDC9vw1m3UWIdSLgeqAUMS8NVg9v6BEX1AKoRc5MiZBGHt45whHINyshxE2IepThIiRAAGgtRpUoRTyfw3CKmnhR2zDEU6EsHl+yYxCLBk1RhFqSRohXjdoQiURbfXavwsnQbg/cIwI8zBiAEzmTq3V5CfSOAR//iU1CNGOr0gvQAgcWiKcmsAIhcVm3V4XIkYCZHCiBDHfOYUcSLu0nJE52ufRMXdngBAr/fdVvlxUoEReb6uPMZAwkALExBVp1G6tJRrDKWKZvEwglEsQJ3iD29wYZ6PkU+VozRehr1dGaq4Im+AER8r3C8uTIzQvR2hejtC8HKF5nYXwbM9LdeFFebPRAyQdm2t8Dwux8Kyu53nBtR6Cx4sRbsfmygejG5d/HFXd3lCai1ZX87xgC3cChNBArsv6fEEP77/OCuHVPC8AcG2EIyOnRFg9/zonhNN5Xk7awWnVYK1fH387yDcX1ZIYOcIBKmnHpDsnxkQgRDBSSJEk125ACKYetrV/D8c/4k4lz8ziEqnnhHA6z8tJO0JATjmCZVt+f3ijsoMNo1cL2/wbPUBSdfdIzZ7TQ3MhWFMgOQ81DaYe1hHg459/pexY8nFnhXByzwtq0UTaDqN1d/7J/Ijs25OD3m4lNpOlMc6owZoC65wRCLWHsXbc6uQPhtiZIpzI84JahDCixnyFGlTrPbSRA0KIHU0ahYwQKWTwCsQRCLWH8ePHIiCkKvNCOLnnBbUYIc4IzgDXGosw0PVmFiEgjkOIHqYR4q2ZIZzW84J2GKHWZYRaC9+93QEhlB7ymc0jRNkwQrz8HGETRPO5rFhN5HmBUAsIe8EVhg4hRC35cm2b1ANCKAekPEKsutANCMHUwxOEfK9gZqNwIs8LhFofEWqw1MdXSbKWpN/1DpAUCLEAVR5dLg2WFFqy7XUDQjD10BjCnkx4XsSz6qY2ESM04Xl5Q1i5VSOKEdrwvLQTqZttRL5fWIIcoXk5QvNyhOblCM2rPO/MoHjJbdtEU553Jit0gxHaNtEs0DsDhCybJpoFemfyCG2aaErzzqAd3BPvcmk34ltoR2TdRFOad6Z6S6EINZeOwhgo7UC2TTSFeWfargh9RYhc6Ia208m2iaYw70yNib0L1lyKB29Btk00hXlnLkNo20RTmHemzSTNv0+24xDaNtGU5p1pYstY8sj6B7m0G4zQtommNO+MjI2tMGkb1FzajVOE1k007p0xL/fOmJd7Z8zL9wvNyxGalyM0L0doXo7QvMrxznzQwLq6DsGuU+ZE5Xhn6tBqN2prHu8Oa6jz1dse5S1VjncG97n+V4TYXr6lyvHO3AChbumsb6hyvDNA+JlBBg0pQjbIoAS50CB7ZzDJyD+3UzHeGUkmBXmDDLKjwaRBBiXIlf8RR3nn+HTrO7UleWdwhrMGGc2OBtkg05WgujZImouNtBzvDKhlt+aRXRGyQaYrkYABhLJj0mBk3kgleWeimgGEqIF32SDTlQwi1JjbjsOSvDMIziLkP0Q2yKBkACHyzWPbshjvDP7QsgYZZMe7SYMMSlBdG9TljDYia5/brkjL8c5UeJ03yCC7NsgGGZR0CLVBRhiDZnGnzr0z5uXeGfNy74x5+X6heTlC83KE5uUIzcsRmtcIhLxGxbZaeT4Ui1p15iKhsaUAIMwV4iCvKojQ9ljVfOGArmYe+IKYhf2uc7xH+rf+sINcNJMuRQhha/BM0eU7uprZqcM7r4/LumJc/fOgN5FTNoJbIuxvJu/RVTzwJZPq37hvuySter8AsD+k7nmoD4XtJ3pQ4S0WEMIyozeRtUEWOgVprvwDX+SW7cJ+IV8QYo/37ssr3ztWHwrbT3Aw4MgDQlhmFKE2yOJJAbnyD3wRM8XdsmbSjwjjR79LIoSRhO0nvR3wzD1vRQjLTFuFGiTVtJxBUrg9Mpn2h0XNpB8Q/pBxyAh13oO1hBACXrI6EMqYyzWYFC2v9Gs7iRB/Ds2iZlL9LhQbJQ+j/hkHockQIj4pgqG5CCECwuJ2MYAQlpncijTrg9LVEBiRkgjlHznIKo0w/8AXdGNhMykQ4rqQR4UiJPuJHugDX1iEEA+FQYNpoU/CrJ8LbfWEUglb0ky6arqZp046+3oI2X6CA33gC4sR4qEw2iCr6caZ0I7SruYQyqhd2o6+3+Y2L0doXo7QvByheTlC83KE5uUIzcsRmpd7Z8zr6t4Zd8Gco/l6Z9wFM04z9s64CyYpS94Zd8EkZck74y6YpAx5Z9wFk5Yl74y7YJKy5J1xF0xSlrwz7oJJypJ3xl0wSdnxzrgLJiO/ze1yhGXIEZqXIzQvR2hejvC/9s5mt4kgCMLEUoxELtwigThFQPh9/8djaKn0ySqtBswomSZVF+zZ7u2e+ZyNsi5m2ysI2ysI2+sZvDNx3JRMu3tnhMzSJ4r1ZgvvDHfQEFlzxXrzb96ZPRDGevO83hkQniz9tm6BZwOaoZ29M1pkPZhJWaDJBjRDO3tnbtlF7+IBMCRkA5qhnb0zWmQ9mElZ9U/RyQY0Qzt7Z7TIejATWYKYDWiGdvbO1Ojl45xIzwY00s7eGSHkwUwXCEdWNqAZ2tk7o0XWg5ku0isrG9Dc3OQ298tVELZXELZXELZXELZXELZXELZXELaXI8TWcDSywPziJSbR3HVYLZ8XHV6VzosFizCR7s5YuXp0NHetGUHc4rpCVmKip3teMPPyKc9bnZoZfFXnn4npp/eVPY1n0vQahPMS6Am+M5rPaz3CufzuoasNwnmpIKzvzcsgw3X8pG9yNGLml0ud686zYjihRojxEif7ulFZjpAz60QKOI0xS9eDovSCQxR1BupQ7h5aPZyyI+REBNuq+opxjf1bhOMsGFv4vNCQm1/QGB617+6JKcfNiGJEMVZCJ+WCiRlnzLSkQ7SKl6cSL1GrKA+K4oUOWVFjQIO8sinTqqXToYJ9VUlnXiDkV+EMIQaZY4QSMUi+F2LqhDWsEd54iVrIS6ehzDiqiNzLM378xizqLapEHhTFCx2yos5AHThCpkyrlk6HCvZVJR0ESDRnCFV7gtDML0iZxOCNIIsYK2FGJpwcjtC8PCNzTBSEtMG1yCw8VtQR4u4xhLRFq5ZOhwr2VSUdBPaJXYXQzS8+c2Loj5FDhPX+DIE/RVjJNYWPnz5/0FvacIQc8qKOEIgHXtYpwje8vQ7hGFmF8Nj8wrooRsDqGqIRYqxELfC79+OohBnnGCE9vH14/PL12+ODrnm0YQg5ZEUdIWOGkCnTqqXrLcG+qqQ7Qvq9DiHJNOTmF5Z8vL+7J2YElHmQEcV4iXoxIhBmnAOEeHlq5Pvrm9OPn+BQUUPIIYpOEFYbtGpTplVLV4cE26qSzrz4BQj8I3F3RvkYW6ru7+s4I25+KYlBDSimbIBjAowQYyXc5oIZxxG6l+dczXHBoagh5JAVpTF399CqTZlWLZ0OCbZVVboh5K+VyU/hAq3423/Vf4DYv+hK7YRw2X3Q7Ysu1T4Iz+t815sXXax8X/g/KAjbKwjbKwjbKwjbK/vOtFf2nWmv7DvTXtl3pr2y70x7Zd+Z9sq+M+2VfWfaK/vOtFf2nWmv7DvTXtl3pr1ym7u9grC9grC9grC9grC9grC9grC9grC9grC9grC9grC9grC9grC9grC9grC9fgHjJIA6nw0WdwAAAABJRU5ErkJggg==)

**What is the difference between an array and an Array List in C#?**

This is one of the frequently asked interview questions in C#. So let us discuss the difference between an array and ArrayList.

**Array:**

1. Fixed Length
2. Cannot insert into the middle
3. Cannot delete from middle

**ArrayList:**

1. Variable Length
2. Can insert into the middle of the collection
3. Can remove into the middle of the collection

## **Hashtable in C# with Examples**

##### ****Problems with Array and ArrayList Collection in C#:****

In the case of [**Array**](https://dotnettutorials.net/lesson/arrays-csharp/)and **[ArrayList](https://dotnettutorials.net/lesson/arraylist-collection-csharp/)**in C#, we can access the elements from the collection using a key. That key is nothing but the index position of the elements which is starts from zero (0) to the number of elements – 1. But in reality, it’s very difficult to remember the index position of the element in order to access the values.

For example, let’s say we have an employee array that contains the name, address, mobile, dept no, email id, employeeid, salary, location, etc. Now if I want to know the email id or dept no of the employee then it’s very difficult for me. This is because we need to access the value by using the index position. The following example shows this. here we create a collection using ArrayList and then we are accessing the Location and EmailId by using the index position.

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

ArrayList al = new ArrayList**()**;

al.Add**(**1001**)**; //EId

al.Add**(**"James"**)**; //Name

al.Add**(**"Manager"**)**; //Job

al.Add**(**3500**)**; //Salary

al.Add**(**"Mumbai"**)**; //Location

al.Add**(**"IT"**)**; //Dept

al.Add**(**"a@a.com"**)**; // Emailid

//I want to print the Location, index position is 4

Console.WriteLine**(**"Location : " + al**[**4**])**;

//I want to print the Email ID, index position is 6

Console.WriteLine**(**"Emaild ID : " + al**[**6**])**;

Console.ReadKey**()**;

**}**

**}**

**}**

You have a huge number of elements in the collection, then it is very difficult to remember the index position of each element. So, it would not be nice, instead of using the index position of the element, if we can access the elements by using a key. This is where Hashtable in C# comes into the picture.

##### ****What is a Hashtable in C#?****

The **Hashtable in C#** is a collection that stores the element in the form of “**Key-Value pairs**”. The data in the Hashtable are organized based on the hash code of the key. The key in the HashTable is defined by us and more importantly, that key can be of any data type. Once we created the Hashtable collection, then we can access the elements by using the keys. The Hashtable class comes under the **System.Collections** namespace.

Note: The Hashtable computes a hash code for each key. Then it uses that hash code to lookup for the elements very quickly which increases the performance of the application.

**Let us see an example for a better understanding of the Hashtable in C#.**

**using** *System;*

**using** *System.Collections;*

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating Hashtable collection with default constructor

Hashtable ht = new Hashtable**()**;

//Adding elements to the Hash table using key value pair

ht.Add**(**"EId", 1001**)**; //Here key is Eid and value is 1001

ht.Add**(**"Name", "James"**)**; //Here key is Name and value is James

ht.Add**(**"Job", "Developer"**)**;

ht.Add**(**"Salary", 3500**)**;

ht.Add**(**"Location", "Mumbai"**)**;

ht.Add**(**"Dept", "IT"**)**;

ht.Add**(**"EmailID", "a@a.com"**)**;

//Printing the keys and their values using foreach loop

Console.WriteLine**(**"Printing using Foreach loop"**)**;

**foreach** **(object** obj in ht.Keys**)**

**{**

Console.WriteLine**(**obj + " : " + ht**[**obj**])**;

**}**

Console.WriteLine**()**;

Console.WriteLine**(**"Printing using Keys"**)**;

//I want to print the Location by using the Location key

Console.WriteLine**(**"Location : " + ht**[**"Location"**])**;

//I want to print the Email ID by using the EmailID key

Console.WriteLine**(**"Emaild ID : " + ht**[**"EmailID"**])**;

Console.ReadKey**()**;

**}**

**}**

**}**

###### **OUTPUT:**

![Hashtable in C#](data:image/png;base64,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)

When you are working with the Hashtable, then you need to understand two important methods are as follows.

###### **ContainsKey() Method:**

The ContainsKey() method of the Hashtable is used to check if a given key is present in the Hashtable or not. The following is the syntax for using the ContainsKey() method. If the given key is present in the collection then it will return true else it will return false.

**Hashtable.Containskey(key)**

###### **ContainsValue() Method:**

The ContainsValue() Method of the Hashtable class is used to check if a value is present in the Hashtable or not. The following is the syntax for using the ContainsValue() Method. If the given value is present in the collection then it will return true else it will return false.

**Hashtable.ContainsValue(value)**

**Let us see an example for a better understanding of the above two methods:**

**using** *System;*

**using** *System.Collections;*

**namespace** *HasntableExample*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating Hashtable collection with default constructor

Hashtable ht = new Hashtable**()**;

//Adding elements to the Hash table using key value pair

ht.Add**(**"EId", 1001**)**; //Here key is Eid and value is 1001

ht.Add**(**"Name", "James"**)**; //Here key is Name and value is James

ht.Add**(**"Job", "Developer"**)**;

ht.Add**(**"Salary", 3500**)**;

ht.Add**(**"Location", "Mumbai"**)**;

ht.Add**(**"Dept", "IT"**)**;

ht.Add**(**"EmailID", "a@a.com"**)**;

//Checking the key using the ContainsKey methid

Console.WriteLine**(**"Is EmailID Key Exists : " + ht.ContainsKey**(**"EmailID"**))**;

Console.WriteLine**(**"Is Department Key Exists : " + ht.ContainsKey**(**"Department"**))**;

//Checking the value using the ContainsValue method

Console.WriteLine**(**"Is Mumbai value Exists : " + ht.ContainsValue**(**"Mumbai"**))**;

Console.WriteLine**(**"Is Technology value Exists : " + ht.ContainsValue**(**"Technology"**))**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![ContainsKey and ContainsValue method of Hasjtable in C#](data:image/png;base64,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)

## **Stack in C# with Examples**

##### ****What is Stack in C#?****

The **Stack in C#** is a non-generic collection class that works in the **LIFO (Last In First Out)** principle. So, we need to use the Stack Collection in C#, when we need last in first out access to the items of a collection. That means the item which is added last will be removed first. When we add an item into the stack, then it is called as pushing an item. Similarly when we remove an item from the stack then it is called popping an item. The Stack class belongs to the **System.Collections** namespace.

Let us understand the LIFO principle with an example. Imagine we have a stack of plates with each plate added on top of each other. The last plate which is added on the stack will be the first one to remove from the stack. It is not possible to remove a plate from the middle of the stack.

**Note:** The **Stack Collection in C#** allows both null and duplicate values.

##### ****Methods of Stack class in C#:****

**Push():**The push() method is used to Inserts an object on top of the Stack.

**Syntax: void Stack.Push(Object obj)**

**Pop():**The **pop()** method is used to remove and return the object at the top of the Stack. If there is no object (or element) present in the stack and if you are trying to remove an item or object from the stack using the pop() method then it will throw an exception i.e. **System.InvalidOperationException**

**Syntax: Object stack.pop()**

**Peek():**The peek() method is used to return the object from the top of the Stack without removing it. If there is no object (or element) present in the stack and if you are trying to return an item (object) from the stack using the peek() method then it will throw an exception i.e. **System.InvalidOperationException**

**Syntax: object Stack.Peek()**

###### **Example: Let us understand the above methods of Stack class using an example.**

**using** *System;*

**using** *System.Collections;*

**namespace** *StackCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a stack collection

Stack s = new Stack**()**;

//Adding item to the stack using the push method

s.Push**(**10**)**;

s.Push**(**"hello"**)**;

s.Push**(**3.14f**)**;

s.Push**(true)**;

s.Push**(**67.8**)**;

s.Push**(**'A'**)**;

//Printing the stack items using foreach loop

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Removing annd returning an item from the stack

//using the pop method

Console.WriteLine**(**s.Pop**())**;

Console.WriteLine**()**;

//Printing item after removing the last added item

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Returning the last item from the stack without removing it

//by using the peek method

Console.WriteLine**(**s.Peek**())**;

Console.WriteLine**()**;

//Printing the items after using the Peek method

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

###### **OUTPUT:**

![Stack in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAACXCAMAAAAlHZcZAAABMlBMVEXV1dUYg9f///8AAAC5rp2lj2amj2YAACtspcDAiUwATInAwMCmjmYrbKXApWwrAACJTAAAAEyJwMClbCvAwKVsKwDAwIlMAACljWaJbGylwKVMicAAK2ylwMClbEykjWVsKyuJwKVMTImkjGQrAEyki2OJTEyjimKiiWJsbImiiGGWg2daaXmTnKhSYXLR0tPP0dPP0NLNztLNzdLLzdLKzdLKzdHJzNHIzNFLW2y9vb3Nzc3U1NTU09PT09OIUDExbaGIu9IxMTGIudIxbKFsMTHS0tLS0dHR0dHQ0NHQ0NDPz9DOz8/Ozs/Nzs7Nzc7Mzc3LzM3KzM3Ky83Jy83Jy8zJyszIyszIyczHycvHyMvHyMrGx8rDxsnCxMe/wsd0eH6RlJicn6Okp6urrrOqrrLe8LBhAAAENklEQVR42u2bh3LbMAyGwbojtqrEo2mbyunee890771H0qbTev9XKCUopCnoYvXc5HwA/rs4GhTIjwB5PNwBwGwQJADTECRpuBtl4W6Shbt5cnG3TDXLj1pRFDX9xT8Ltma4cTQ9Q+22G51uZJVdecVRhK3dParXGC20u20Wr72Fpnu7fUclLn1I31KDLTIs2GmyL+d2hUNIhrttDY8vtm863bCnPn5dV3HA25/f7QnGxPUGkbZtbwJe2GOy4e6dCp62aK/+BpnHwO1020M3+2bRZm52/9i43iD+JkHcwgGLG0/PxMHTBOGJc/Fz/KG4remD3Szwi36abomR6W8TApyGXnmeY1w43g7FjfEVMYjddLrB6OGQsW973kHY7+Fu3g9+ixdurHZu0ATBtayZ4z1ui0a+m3CKa5+XcO0Y7Bw4OwTXLy5iEN3Un58L5haOmHy0uVWPa23gN9QXfoFR3HZ+7XDtPJLIb5GtCnvCjjxuMdHEToCLCwPJqnDtYPoh7lGDdtyUBzaIL/K1n0Q9iutXvMMtNnaH4E0QXPwNcakdiouDRCaCe8y+LOEeN9ZdmRCuwO2tYgk37nq4/lsazdQZBJfaqY9rH1pjJcfDCWPbIiLdfikZNistXoqLP/avPm4SRYUPCS5eUFwExZ6pwYIi6AtOGmzrdyScswLMB14SoY18ayjaVuPidpU1jyPqXlzjaLBEUO1dZ4fiojvyoRJc7KfkdzhlcK5Dj8XFecQ7Nxs//g83foqLbXpxE+2ErZPCf95gUiylVXC9nbho7C7we0cbGsSj4bDg9OSemddAcEZx+QrOysI9Jwv3vCzcC7JwLyouX8Ell6uSILjsclUSBFdcrkqC4GqRq5IRzXCtyFXJiGa4vpKrEhHNcGMlVyUimgFcrkpCNANgrkpINMOCy1VJiGZYcLkqCdEMC7LOzIrLWIrLWdJwbyouX8EtxeUruC0L944s3LuycO/Jwr0vC/eBLNyHsnAfKS5fKS5nKS5nKS5nwWNZuE8Ul6/g6aTgrkHFHxU8M3wr/ipx+Vb8UcFzw7fijwpeGL4Vf1Tw0vCt+KOCV4ZvxR8VvDZ8K/4qcflW/FHBG8O34q8Sl2/FHxW8NXwr/qpwJ+XMvC6Cd4rLV/BeFu4HWbgfZeF+Uly+gs+ycL+MzFVxqg+ExVq5Ki6CxXq5KiaCpVG5KlYVVbA0MlfFqQQFvo7MVfEJZYv7rUauik/9GCzXyFXx8S8sj8hV8aofg+81clWMduYfo3NVfE4ZDfgp68z8Sxbub1m4f2ThDhSXrxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsxSXsyYHd31qAAeyagAHsmoAB7JqAFNZNYCprBrAVFYNYCqrBjCVVQOYyqoBTGXVAKayagDTSTkz/x8pruJKkeJyluJyluJyluJyluJy1l/0NFMbPo5tIgAAAABJRU5ErkJggg==)

##### ****Let us discuss some other methods and properties of Stack Class:****

**Count:** The Count property of the Stack class is used to return the number of elements present in the Stack.  
**Syntax:** **Stack.Count**

**Contains():** The Contains() method of the Stack class is used to check whether an element is present in the Stack or not. If it presents, then it will return true else it will return false.  
**Syntax:** **Stack.Contains(element)**

**Clear():** The Clear() method of the Stack class is used to remove all the elements from the stack.  
**Syntax:** **Stack.Clear()**

###### **Example: Let us see an example for a better understanding of the above methods and properties**

**using** *System;*

**using** *System.Collections;*

**namespace** *StackCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a stack collection

Stack s = new Stack**()**;

//Adding item to the stack using the push method

s.Push**(**20**)**;

s.Push**(**"hi"**)**;

s.Push**(**3.14f**)**;

s.Push**(true)**;

s.Push**(**12.3**)**;

s.Push**(**'P'**)**;

//Printing the stack items using foreach loop

**foreach** **(object** obj in s**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Using Count property to get the number of items

//present in the collection

Console.WriteLine**(**$"No of Elements in the Collection : {s.Count}"**)**;

Console.WriteLine**()**;

//Using the Contains method to check whether an item is present or not

Console.WriteLine**(**$"Is the value hi present in the collection : {s.Contains("hi")}"**)**;

Console.WriteLine**()**;

//Removing all the items from the collection using Clear() method

s.Clear**()**;

Console.WriteLine**(**$"No of Elements in the Collection after Clear() method : {s.Count}"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Stack in C#](data:image/png;base64,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)

## **Queue in C# with Examples**

##### ****What is a Queue in C#?****

The Queue in C# is a non-generic collection class that works in the **FIFO (First In First Out)** principle. So, we need to use the Queue Collection in C#, when we need the first in first out access to the items of a collection. That means the item which is added first will be removed first from the collection. When we add an item into the queue collection, it is called as enqueuing an item. Similarly when we remove an item from the queue collection then it is called dequeuing an item. The Queue class belongs to the System.Collections namespace.

Let us understand the FIFO principle with an example. Imagine a queue of people waiting for the ticket in a cinema hall. Normally, the first person who enters the queue will be the first person to get the ticket from the counter. Similarly, the last person who enters into the queue will be the last person to get the ticket from the counter.

**Note:** The non-generic **Queue Collection class in C#** allows both null and duplicate values.

##### ****Methods of Queue class in C#:****

**Enqueue():** This method is used to add an item (or object) to the end of the Queue.  
**Syntax:** **void Queue.Enqueue(object obj)**

**Dequeue():** The Dequeue() method of the Queue class is used to Remove and return the object from the beginning of the Queue. If there is no object (or element) present in the Queue and if we are trying to remove an item or object from the Queue using the pop() method then it will throw an exception i.e. **System.InvalidOperationException**  
**Syntax:** **object Queue.Dequeue()**

**Peek():** The peek() method of the Queue class is used to return the oldest object i.e. the object present at the start of the Queue without removing it. If there is no object (or element) present in the Queue and if we are trying to return an item (object) from the Queue using the peek() method then it will throw an exception i.e. **System.InvalidOperationException**

**Syntax:** **object Queue.Peek()**

##### ****Example: Let us understand the above methods of Queue class with an example.****

**using** *System;*

**using** *System.Collections;*

**namespace** *QueueCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a queue collection

Queue q = new Queue**()**;

//Adding item to the queue using the Enqueue method

q.Enqueue**(**10**)**;

q.Enqueue**(**"hello"**)**;

q.Enqueue**(**3.14f**)**;

q.Enqueue**(true)**;

q.Enqueue**(**67.8**)**;

q.Enqueue**(**'A'**)**;

//Printing the queue items using foreach loop

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Removing and returning an item from the queue

//using the Dequeue method

Console.WriteLine**(**q.Dequeue**())**;

Console.WriteLine**()**;

//Printing item after removing the first added item

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Returning the first item from the queue without removing it

//by using the peek method

Console.WriteLine**(**q.Peek**())**;

Console.WriteLine**()**;

//Printing the items after using the Peek method

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.ReadKey**()**;

**}**

**}**

**}**

**OUTPUT:**

![Queue in C#](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQkAAACZCAMAAAALpz+hAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABaUExURQAAAMDAiUwAAGwrAGylwAAAKwBMif///8DAwMCJTEyJwAArbCtspYlMAInAwAAATMDApcClbCsAAKVsK6XAwKXApYnApaVsTIlsbCsATIlMTGwrK0xMiWxsiT9V8CUAAANnSURBVHja7ZvZktowEEWdAA7eA2aSyfb/vxltBi0WWGbmAeucBwoMUreuWy1XF118A02BBJMSAABPc9hX/qXyeDxWzptN0Zo1ydWN95WwLs5+O03zfTdvQn775at9XTMudFXO3RVDr0d1hTvT6ewZ9S48oLn83Jvb3IkP49NKKCccKa4m5ChHCfnl226xr7U9trRttOKboa9cT98Tpi6K4cdOr0m/1paMTygx9N2MCeXx3/VKlPZQx77+0DpTN29/9uOafNBcOrkCS2hxvTUhd0sLgRLtXMZQk83oN/RjOa9EefrVy3g3N6Say0W1vTAnJPQdrJ3d0J7Obdr2MMblzM3l3VqCiOTTWfiub4aJPV+JmbAsfJ9uo8T1mBJSBjHZTYnSn3nof/fXZHDYOyaai1i3o81BBESTtD0sJcTAxlFCCV2pSafY85TQ28C9P2WYMc0oOXtUiU69vyphG52UEB8m+2HUeQlIzqtu4wol/qmo6LzrwimTq+eU0Br4brmZ9/pj9RpTwlyeNWonH6O6F3XSYO0cQUrDOm17THlCDi3dPDE51cUyZkQJ3wXrx8uV6II0PMYsmlHW1CJGjjPH+RIlTPoNzg4VqFVMCe2Rv7qIErV5evBSfKiEfAnPJvuAqF2LWiQ7UWjHErfHwX6e6IpQCXE+dLFTtFZ5bQyegNSA+hgeuQ9iQmfNo2vUOi60rdvu0yYOe+WGJX9p9nLC9qivUVR6j23WgaaeBavpmVD8+PpGjR/9CfWy9IpsEwuUkGE9trZR90FydB6xJhNqM1RhULZp2wMAAAAAPrmOmRvxOmZm3Klj5kesjpmrEmEdM2MlvDpmvkr4dcx884Rfx8xVibCOmasSYR0zN+J1TAAAAAAAAAAAAAAAAAAA2BT5NY8nKLHp5vEPV0I58YLN45+jxIs2j99RIrPm8bgSuTWPx5XIrXn8fp7IqXl8gRKZNI8/VCKb5vGHSmTSPL5ECZrHAQAAAD68UkMdM7VmhRIosX0l1tYxN6fE6jrm5pRYV8fcap5YVcfcrhLJdcyNKrGijrlRJdLrmJtVIqmOCQAAAAAAAAAAAAAAAAAALwf/x7yjBH3lKUooJ+grN9BXfosC+sotx2aUoK+cvnJ3KvrK6SsPpqKvnL5y+soBAAAAAAAAYCX/Ad4YcUzS+tSnAAAAAElFTkSuQmCC)

##### ****Let us discuss some other important methods and properties of Queue Class:****

**Count:** The Count property of the Queue class is used to return the number of elements present in the Queue Collection.  
**Syntax:** **Queue.Count**

**Contains():** The Contains() method of the Queue class is used to check whether an object (element) is present in the Queue or not. If it presents, then it will return true else it will return false.  
**Syntax:** **Queue.Contains(element)**

**Clear():** The Clear() method of the Queue class is used to remove all the elements from the queue collection.  
**Syntax: Queue.Clear()**

###### **Example: Let us see an example for a better understanding of the above methods and properties of Queue Class**

**using** *System;*

**using** *System.Collections;*

**namespace** *QueueCollectionDemo*

**{**

**class** Program

**{**

**static** **void** Main**(**string**[]** args**)**

**{**

//Creating a queue collection

Queue q = new Queue**()**;

//Adding item to the qieue using the Enqueue method

q.Enqueue**(**10**)**;

q.Enqueue**(**"hi"**)**;

q.Enqueue**(**3.14f**)**;

q.Enqueue**(true)**;

q.Enqueue**(**67.8**)**;

q.Enqueue**(**'A'**)**;

//Printing the queue items using foreach loop

**foreach** **(object** obj in q**)**

**{**

Console.Write**(**obj + " "**)**;

**}**

Console.WriteLine**()**;

//Using Count property to get the number of items

//present in the queue collection

Console.WriteLine**(**$"No of Elements Present in the Collection : {q.Count}"**)**;

Console.WriteLine**()**;

//Using the Contains method to check whether an item is present or not

Console.WriteLine**(**$"Is the value hi present in the collection : {q.Contains("hi")}"**)**;

Console.WriteLine**()**;

//Removing all the items from the collection using Clear() method

q.Clear**()**;

Console.WriteLine**(**$"No of Elements in the Collection after Clear() method : {q.Count}"**)**;

Console.ReadKey**()**;

**}**

**}**

**}**

**Output:**

![Queue in C#](data:image/png;base64,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)